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*Постановка задачи. Лабораторная 2*

Разработать определения двух класса COne и CTwo, которые связаны отношением включения. Поля разрабатываемых классов считаются заданными и приводятся в таблицах 2.1 и 2.2. Для всех классов требуется написать три вида конструкторов (умолчания, с параметрами и конструктор копирования), деструктор, перегруженный оператор присваивания, методы доступа и метод print(), распечатывающий значения полей объекта. Написать тестовую программу для проверки работоспособности разработанных классов.

*Задача 1*

**Поля класса COne**

float f

char \*ps

**Поля класса CTwo**

Double d

COne \*p

*Постановка задачи. Лабораторная 3*

Дополнить систему, состоящую из двух классов COne и CTwo, которые были разработаны в лабораторной работе 2, новым классом CThree. Новый класс должен быть связан public наследованием с классом CTwo. Класс CThree должен имеет одно поля, которое выбирается студентом самостоятельно. Для разрабатываемого класса написать конструкторы умолчания, с параметрами и конструктор копирования, деструктор, методы доступа и метод print(). Написать тестовую программу для проверки работоспособности разработанных классов.

*Постановка задачи. Лабораторная 4*

Дополнить систему, состоящую из трех классов COne, CTwo и CThree, которые были разработаны в лабораторной работе 3, новым классом CFour. Новый класс должен быть связан **public** наследованием с классом CThree. Класс CFour должен иметь одно поля, которое выбирается студентом самостоятельно. Для разрабатываемого класса написать конструкторы умолчания, с параметрами и конструктор копирования, деструктор, методы доступа и метод print(). Метод print() в классах CTwo, CThree и CFour должен быть виртуальным. Написать тестовую программу для проверки работоспособности разработанных классов. Разработать глобальную функцию printAll(), имеющую два параметра: массив указателей типа CTwo\* и количество элементов в этом массиве **int** n.

В тестовой программе массив указателей должен быть инициализирован адресами объектов типа CTwo, CThree и CFour.

*Результаты работы программы*

![](data:image/png;base64,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)

*Программа на языке* ***c++***

Файл main.cpp

#include <iostream>

#include "CTwo.hpp"

#include "COne.hpp"

#include "CThree.hpp"

#include "CFour.hpp"

using std::cout;

using std::endl;

void printAll(CTwo \*\*ctwo, size\_t n) {

for (int i = 0; i < n; i++) {

ctwo[i]->print();

}

}

int main() {

COne cone(1.1, "f");

CTwo ctwo(2.2, &cone);

CThree cThree(3, ctwo);

CFour cFour(4, cThree);

cThree.setInt(10);

CTwo \*ctwos[3] = {&ctwo, &cThree, &cFour};

printAll(ctwos, 3);

return 0;

}

Файл COne.hpp

#pragma once

#include <string>

class COne {

public:

COne();

COne(float f, const char \*ps);

COne(const COne &cone);

virtual ~COne();

COne &operator=(const COne &r);

float getF() const;

char \*getChar() const;

void print() const;

private:

float f;

char \*ps;

};

Файл COne.cpp

#include <iostream>

using std::cout;

using std::endl;

#include <cstring>

#include "COne.hpp"

#include <memory>

COne::COne() :

f(0.0), ps(new char[1]) {

ps[0] = 0;

}

COne::COne(float f, const char \*str) :

f(f) {

const auto len = strlen(str) + 1;

ps = new char[len];

memcpy(ps, str, len);

}

COne::COne(const COne &cone) :

f(cone.f) {

const auto len = strlen(cone.ps) + 1;

ps = new char[len];

memcpy(ps, cone.ps, len);

}

COne::~COne() {

delete[] ps;

}

COne &COne::operator=(const COne &r) {

if (this == &r) {

return \*this;

}

delete[] ps;

const auto len = strlen(r.ps) + 1;

ps = new char[len];

memcpy(ps, r.ps, len);

f = r.f;

return \*this;

}

float COne::getF() const {

return f;

}

char \*COne::getChar() const {

return ps;

}

void COne::print() const {

cout << "f:" << f << " ps:" << ps;

}

Файл CTwo.hpp

#pragma once

#include <string>

#include "COne.hpp"

class CTwo {

public:

CTwo();

CTwo(const double &d, const COne \*p);

CTwo(const CTwo &ctwo);

virtual ~CTwo();

CTwo &operator=(const CTwo &ctwo);

const double &getDouble() const;

const COne \*getCOne() const;

virtual void print() const;

private:

COne \*p;

double d;

};

Файл CTwo.cpp

#include <iostream>

using std::cout;

using std::endl;

#include "CTwo.hpp"

#include "COne.hpp"

CTwo::CTwo() :

d(0.0), p(new COne) {

}

CTwo::CTwo(const double &d, const COne \*p) :

d(d), p(new COne(\*p)) {

}

CTwo::CTwo(const CTwo &ctwo) :

d(ctwo.d), p(new COne(\*(ctwo.p))) {

}

CTwo::~CTwo() {

delete p;

}

CTwo &CTwo::operator=(const CTwo &ctwo) {

if (this == &ctwo) {

return \*this;

}

d = ctwo.d;

\*p = \*(ctwo.p);

return \*this;

}

const double &CTwo::getDouble() const {

return d;

}

const COne \*CTwo::getCOne() const {

return p;

}

void CTwo::print() const {

cout << "d:" << d << " p:(";

p->print();

cout << ")";

}

Файл CThree.hpp

#pragma once

#include "CTwo.hpp"

class CThree : public CTwo {

public:

CThree();

CThree(const int i, const CTwo &p);

CThree(const CThree &cthree);

~CThree() override;

int getInt() const;

void setInt(int i);

void print() const override;

private:

int i;

};

Файл CThree.cpp

#include <iostream>

using std::cout;

using std::endl;

#include "CTwo.hpp"

#include "CThree.hpp"

CThree::CThree() :

i(0), CTwo() {

}

CThree::CThree(const int i, const CTwo &p) :

i(i), CTwo(p) {

}

CThree::CThree(const CThree &cThree) :

i(cThree.i), CTwo(cThree) {

}

CThree::~CThree() {

}

int CThree::getInt() const {

return i;

}

void CThree::setInt(int i) {

this->i = i;

}

void CThree::print() const {

cout << "i:" << i << " CTwo: (";

CTwo::print();

cout << ") ";

}

Файл CFour.hpp

#pragma once

#include "CThree.hpp"

class CFour : public CThree {

public:

CFour();

CFour(const int i, const CThree &p);

CFour(const CFour &cFour);

~CFour() override;

int getInt() const;

void setInt(int i);

void print() const override;

private:

int i;

};

Файл CFour.cpp

#include <iostream>

using std::cout;

using std::endl;

#include "CThree.hpp"

#include "CFour.hpp"

CFour::CFour() :

i(0), CThree() {

}

CFour::CFour(const int i, const CThree &p) :

i(i), CThree(p) {

}

CFour::CFour(const CFour &cFour) :

i(cFour.i), CThree(cFour) {

}

CFour::~CFour() {

}

int CFour::getInt() const {

return i;

}

void CFour::setInt(int i) {

this->i = i;

}

void CFour::print() const {

cout << "i:" << i << " CTwo: (";

CThree::print();

cout << ") ";

}

*Выводы*

В результате проведенной работы изучены классы в C++.